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Abstract—Linear programming is a mathematical optimization
technique used in numerous fields including mathematics, eco-
nomics, and computer science, with numerous industrial contexts,
including solving optimization problems such as planning routes,
allocating resources, and creating schedules. As a result of
its wide breadth of applications, a considerable amount of its
user base is lacking in terms of programming knowledge and
experience and thus often resorts to using graphical software
such as Microsoft Excel. However, despite its popularity amongst
less technical users, the methodologies used by these tools are
often ad-hoc and prone to errors. To counteract this problem
we propose creating a block-based language that allows users
to create linear programming models using data contained
inside spreadsheets. This language will guide the users to write
syntactically and semantically correct programs and thus aid
them in a way that current languages do not.

Index Terms—linear programming, spreadsheets, block-based
languages, end-user programming

I. INTRODUCTION

The versatility of linear programming in specifying all sorts
of problems lends itself useful in many industrial contexts
since many of its users have little to no programming or
technical knowledge. Thus, visual software such as Microsoft
Excel is often the preferred tool when it comes to specifying
and solving this type of problem [5].

However the typical methodologies used when solving those
types of problems using spreadsheet software often come with
underlying problems such as relying on an imprecise process
to feed data from the spreadsheet to the solver as well as the
difficulties in visualizing as a whole the models. During our
research, we found that other tools commonly used by profes-
sionals working with linear programming such as MATLAB
[9] and GAMS [4] either require considerable programming
knowledge or use ad-hoc and error-prone methodologies.

Some projects have used visual languages to tackle aspects
of linear programming, however, the majority of them focus on
the educational and teaching of mathematical aspects of linear
programming [14, 6], and the few existing projects focusing
on the applied side of linear programming tend to be several
decades old and have dated and unappealing interfaces and
do not make use of recent advances in the field of visual
languages and human-centered computing [7, 15].
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Numerous projects have applied visual languages to various
areas of computing with the focus on increasing accessibil-
ity to novice and non-technical users as well as teaching.
A considerable amount of these languages use the Blockly
[2] framework for their implementation. Examples include
BlockPy, a web-based platform that lets the user write and run
Python code using a block-based language [1], and Scratch,
a block-based visual programming language and educational
tool targeted at children [8].

Given the potential of Blockly to improve the usability
and practice of linear programming and the extensive study
of block-based languages and their practices [3, 13], we aim
to build upon the work previously done in this field to the
create a visual language and tool capable of expressing linear
programming models in a user-friendly manner.

II. A BLOCK-BASED LANGUAGE FOR LINEAR
PROGRAMMING

In this section, we introduce our proposed language using
an example featured in a Master of business administration
exam (MBA) [10]. The example problem aims to increase the
profit of delivery airplanes. The problem statement provides
values for the weight and space capacity of three different
compartments (front, rear and center) and maximum values
for the weight, volume and profit for four different cargoes
(C1, C2, C3 and C4) as seen in Figure 1.

Fig. 1. Input from our example problem in the specified format

A. Input data

Our solution requires the input data to follow a predefined
structure. This structure allows for the definition of index
columns (as seen highlighted in blue in Figure 1), to reference
values and iterate over the data columns (seen in white in the
same figure). To distinguish between the two we assume that
the data columns addressed by a given index column appear
in the spreadsheet immediately after the said column, and that
the sets of index and data columns are separated by an empty
column as can be seen in the figure. In this case there are two
sets, the first being for the three compartments and the second
for the four types of cargo.978-1-6654-4592-4/21$31.00 @2021 IEEE



Fig. 2. The language constructs are used to build an example model which is used to generate the mathematical format

B. Main language building blocks

The building blocks of a linear programming model seen
in Figure 2.A are the variables, the constraints, and the
objective function. In our language we include two nesting
blocks for the variables and constraints, an objective block
with the option to minimize or maximize a given objective
and an intermediate block for the individual constraints since
constructing the constraints requires the use of several blocks.
To further facilitate this process for novice and inexperienced
users, when building a new linear programming model, the
variables, constraints and objective block are connected when
creating a fresh solution.

C. Defining variables

Users have several options to define variables (Figure 2.B):
• a single variable through its name;
• a column variable defining its name and an index column

for which the variable will be iterated and accessed;
• a matrix variable that take a name and two index columns

for which it can be iterated and the values accessed.
These can then be used through the variable blocks (Fig-

ure 2.B), in different ways. In the example seen in Figure
2.D we use a matrix variable block to create a new N ×M
matrix variable named CompartmentCargo with N being
the length of the column Compartment and M the length
of the column Cargo.

D. Defining constraints

Each constraint is defined by dragging a constraint block
inside the constraints block (second and third blocks from
the top in 2.A) and then using the value blocks (blocks in
2.C) and operation blocks (blocks following the Constraint
Block in 2.E) to express the constraints. In our language,
operation blocks are used to join value and other operation
blocks. This blocks can express several operations including
arithmetic operations and inequalities. The value blocks can
represent columns, previously defined variables, and numbers.
The variables can be accessed using different blocks and
options which influence how the constraints will be generated.
As an example a user can access a matrix variable with a
single slot variable block in Figure 2.E to generate multiple
constraints or use the three slot variable blocks to access a
particular value of the given variable.

The first constraint in Figure 2.E, expressed in natural
language as “one cannot pack more of each of the four
cargoes than one has available” is defined in our language by
using a <= operation block, a variable block with the option
CompartmentCargo and a column block with the option
Weight. Since the constraints block only appears after the
variables block the compiler knows the index values for both
the column and variable used and thus can generate the correct
constraints which in this case are expressed in Figure 2.G.

The second constraint can be expressed in natural language
as “the volume (space) capacity of each compartment must be
respected”. This constraint (the second in 2.E) uses X and <=
operation blocks and value blocks to compile the more com-
plex constraint. For these constraints, our compiler generates
the linear programming constraints featured in Figure 2.H.

E. Defining the objective function

To define the objective function users must fit the objective
block into the constraints block and use several value and
operation blocks to define the function.

In the example seen in Figure 2.G the objective function
is created by using an operation block with value <=, a
column block with option Profit, and a variable block with
the option CompartmentCargo. The objective function
generated by this statement is the one featured in 2.I.

F. User interaction

This language will extend previous work exploring the
creation of spreadsheets through systematic processes [11, 12]
thus increasing the number of operations available. The user
will use the spreadsheet with the linear programming data as
input to a spreadsheet creation process and define the linear
programming model using our language which will use the
spreadsheet as input.

III. CONCLUDING REMARKS

In this work we present a language to aid end users defining
linear programming models. With our language, users are
forced to create correct programs as the constructs are based
on the inputs of the problems. However, it is still possible
to build models with problems and thus we intend to include
error-handling in the support tool. We will also design and run
empirical evaluations to assess the usability of the language.
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