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Mobile applications are a rapidly increasing part of our daily life, featuring more than one million applications and fifty billions downloads in the two major markets. Thus, it is important to ensure their functional correctness. The Pattern-Based GUI Testing (PBGT) project presented an approach for systematising and automating the GUI testing of web applications by modelling testing goals with User Interface Test Patterns (UITPs), i.e., test strategies for recurring behaviour of the UI. This paper extends the set of UITPs used by the PBGT project with three UITPs specific to the testing of mobile applications: Side Drawer, Orientation and Resources Dependency.

Categories and Subject Descriptors: D.2.4 [Software Engineering]: Software/Program Verification—Reliability/Verification; D.2.5 [Software Engineering]: Testing and Debugging—Testing Tools; D.2.13 [Software Engineering]: Reusable Software—Reuse models

General Terms: Pattern-Based GUI Testing

Additional Key Words and Phrases: GUI Modelling, UI Patterns, Test Patterns, Mobile applications

1. INTRODUCTION

Since the release of the iPhone in 2007 [Apple 2007] and of the first Android smart phone in 2008 [Android 2008; Wilson 2008], smart phones have started to greatly increase their mobile sales. In fact, in 2013 both Android’s Google Play and Apple’s App Store surpassed the one million available applications and fifty billion downloads threshold [Ingraham 2013]. This market dimension makes it extremely important to ensure the quality of an application as this generates a high level of competitiveness and, thus, for one to get popular it must be as flawless as possible. Furthermore, there has also been an increase of business critical mobile applications, such as mobile banking applications, which makes it even more important to ensure its functional correctness. However, due to particularities of the mobile world, such as new interaction gestures, small memory and new development concepts like activities, the mobile application testing process is a challenging activity [Amalfitano et al. 2012]. According to the World Quality Report 2014-15 [Capgemini et al. 2014], the number of organisations performing mobile testing is growing from 31% in 2012 to 55% in
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2013 and near 87% in 2014. The same report mentions that the greatest challenge for mobile testing is the lack of the right testing processes and methods, followed by insufficient time to test and absence of in-house mobile test environments.

When automating tests, one can automate the execution of the test cases (Robotium\(^1\), Selendroid\(^2\)) or their generation. The first has several problems that need to be tackled, such as the variety of devices, which makes the execution of the test scripts a challenge, and the variety of platforms, which hardens the maintenance of the test scripts. Regarding the automation of test cases generation, Model Based Testing (MBT) [Utting and Legeard 2006] is the most popular technique [Kervinen et al. 2006; Memon 2001; Xie 2006; Vieira et al. 2006; Arlt et al. 2011].

The main issue of MBT is the necessity for an input model of the application, whose manual construction is a time consuming and error prone process. A recent project, Pattern-Based GUI Testing (PBGT) [Moreira and Paiva 2014a], diminishes the effort required in building this model by presenting an easy to use modelling framework [Monteiro and Paiva 2013] and by providing a Domain Specific Language (DSL), PARADIGM [Moreira and Paiva 2014b], that increases the abstraction level of the models describing test goals instead of the system functionality. This DSL is built on top of User Interface Test Patterns (UITPs) that provide test strategies for testing common behaviour, the so called UI Patterns. For instance, the Login UITP encompasses the test strategies necessary to verify if a login UI Pattern [Toxboe 2012] is correctly implemented.

Furthermore, in the context of the PBGT project an experiment with mobile applications was conducted in order to assess if the same approach could also be applied [Costa et al. 2014]. The success of the experiment proved the necessity of developing test strategies (UITP) specific for the mobile world. However, when defining test strategies for mobile it is important to be aware of the possible differences between the existing operating systems as they have followed distinct design conventions [Neil 2014].

The remaining of this paper is structured as follows. Section 2 presents the PBGT project. Section 3 presents three test patterns specific for mobile applications. Section 4 presents the drawn conclusions.

2. OVERVIEW ON PATTERN-BASED GUI TESTING

The PBGT project [Moreira and Paiva 2014a] is based on the assumption that GUIs similar in design, \(i.e.,\) based on the same UI patterns, should share the same test strategy [Moreira et al. 2013]. As such, this project developed the notion of UI Test Pattern, which is the association of a set of test strategies to a UI Pattern. For instance, the Login UI Test Pattern defines a test strategy to test the authentication process, which is very common in software applications. However, the implementation of the authentication process can differ in the different software applications, \(e.g.,\) when the authentication fails a pop-up message may optionally appear. So the Login UI Test Pattern may be configured to describe the slightly different implementations and check if the test passed or failed.

In the context of the PBGT project a tool [Moreira and Paiva 2014a] was developed on top of the Eclipse Modelling Framework\(^3\). It is divided in the following components:

a) a DSL called PARADIGM to build test models based on UITPs [Moreira and Paiva 2014b];

b) a Modelling environment to build and configure GUI models[Monteiro and Paiva 2013];

c) a reverse engineering process to automatically generate the model of a web application [Sacramento and Paiva 2014];

d) a test case generator based on PARADIGM models [Vilela and Paiva 2014].

\(^1\)http://robotium.googlecode.com/
\(^2\)http://selendroid.io/
\(^3\)http://eclipse.org/modeling/emf/
Even though the initial goal of the PBGT project was to test web applications, an experiment was performed to assess if the same approach could be used to test mobile applications, which produced encouraging results [Costa et al. 2014]. However, it was also concluded that there is the need to develop test strategies specific for the mobile world as it presents characteristics that web applications do not, e.g., context events. The goal of this research work is to extend the PBGT approach with some UITPs specific for testing mobile applications.

3. THE TEST PATTERNS

As stated in Section 2, a UI Test Pattern is a set of test strategies to test a recurring behaviour. In order to make these patterns reusable and to facilitate the definition of more patterns, this paper presents the formal definition of the test pattern used in the context of the PBGT project.

3.1 Test Pattern Formal Definition

A test pattern is the set of the associated test strategies and consists on: <Goal, V, A, C, P> as defined in [Moreira et al. 2013] in which:

- **Goal.** is the ID of the test;
- **V.** is a set of pairs variable, value relating test input data with the variables involved in the test;
- **A.** is the sequence of actions to perform during test case execution;
- **C.** is the set of checks to perform during the test case execution;
- **P.** is the precondition (boolean expression) defining the conditions in which it is possible to run the test.

As such, the **Goal** IDentifies the test with a name, **V** and **A** represent What to do and How to do it, **C** represents Why the test is run, i.e., the final purpose of the test, and **P** represents When the test strategy is to be executed.

These patterns are formally defined as:

$$G[configuration] : P \rightarrow A[V] \rightarrow C$$

i.e., for each goal configuration (G), if the pre-conditions (P) are verified, then a sequence of actions (A) is executed with the corresponding input values (V). In the end, a set of checks (C) is performed.

3.2 Test Patterns

The description of the test patterns in this Section is based on [Meszaros and Doble 1997]:

- **Pattern Name.** unique identifier to shortly refer the pattern;
- **Context.** situation where the problem occurs;
- **Problem.** description of the problem addressed by the pattern;
- **Forces.** reflections to consider when choosing a solution to the problem;
- **Solution.** description of the proposed solution for the pattern;
- **Consequences.** positive and negative consequences that arise from the solution;
- **Application Candidates.** real conditions where the (UI Test) patterns can be applied.

3.2.1 Side Drawer Test Pattern.

**Context**

The Android OS provides several forms of navigation through its different screens and hierarchy. One of these is the Side Drawer (or Navigation Drawer) UI Pattern, i.e., a transient menu that opens when the
user swipes the screen from the left edge to the centre or clicks on the application icon on the left of the application’s Action Bar. Figure 1 depicts an example of this UI pattern. According to Android’s guidelines [Android 2015b], when this menu is open it should not cover the Action Bar and it should be possible to close it by clicking the applications icon button.

Problem
How to detect situations in which the Android Guidelines for the Side Drawer menu are not followed?

Forces
—It may not be easy to identify when a side drawer is available to be open
—No pre-configuration is required

Solution
1) Test Goal: "Side Drawer position on screen"
2) Set of Variables V: {}
3) Sequence of Actions A: [open side drawer]
4) Set of Checks C: "side drawer does not cover action bar and it is possible to interact with the app icon"
5) Set of Preconditions P: "side drawer available"

Consequences
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—Assurance that the application follows the guidelines for the Side Drawer design pattern

Application Candidates

—Side Drawer [Neil 2014; Android 2015b] (e.g. Vueling⁴, Booking⁵)

It is interesting to note that several Google applications for Android do not follow their own guideline and when the side drawer is open it covers the Action Bar. Some examples are Gmail⁶, Hangouts⁷, Google Keep⁸, Youtube⁹ and Google Docs¹⁰ applications in the most recent Android version, 5.1.

3.2.2 Orientation Test Pattern.

Context

Android devices have two possible orientations: portrait and landscape. When rotating the device, the screen of the application also rotates and its layout is updated. However, according to Androids Guidelines for testing [Android 2015a] there are two main aspects the developers should test: custom UI code can handle the changes and no user input data should be lost.

Problem

What is the best strategy to test if the application can correctly handle the rotation of the screen?

Forces

—The option of changing the orientation upon the devices rotation must be enabled on the device
—It may not be trivial to compare different status of the screen

Solution

1) Test Goal: "Data unchanged when screen rotates"
2) Set of Variables V: {}
3) Sequence of Actions A: [rotate screen]
4) Set of Checks C: "user entered data was not lost"
5) Set of Preconditions P: "orientation change possible and data inserted"

and

1) Test Goal: "UI elements available when screen rotates"
2) Set of Variables V: {}
3) Sequence of Actions A: [rotate screen]
4) Set of Checks C: "elements available before rotation are available after rotation"
5) Set of Preconditions P: "orientation change possible and a screen change detected"

Consequences
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— Assurance that all the screens handle the change in orientation correctly

Application Candidates
— Writing an email (e.g., Gmail\textsuperscript{11})
— Filling a search field (e.g., Youtube\textsuperscript{12})

3.2.3 Resources Dependency Test Pattern.

Context
Several applications use external resources, such as GPS or Wifi. Moreover, several of these are dependent on the availability of those resources. As such, it is important to verify if the application does not crash when the resource is suddenly made unavailable [Android 2015a].

Problem
What is the best strategy to test whether the application still behaves correctly when a resource it is using is made unavailable?

Forces
— It is necessary to be able make the device’s resources unavailable
— It is necessary to detect when an application is using a certain resource

Solution
1) Test Goal: ”No crash when stopping service”
2) Set of Variables V: \{resource\_name\}
3) Sequence of Actions A: [stop resource]
4) Set of Checks C: ”application did not crash”
5) Set of Preconditions P: ”service running and service being used by the app”

Consequences
— Assurance that the application handles resource unavailability

Application Candidates
— Mobile application using Internet connection (e.g., Facebook\textsuperscript{13})
— Mobile application using GPS signal (e.g., Google Maps\textsuperscript{14})

4. CONCLUSIONS
This paper presents three UI Test Patterns to test mobile applications that extend previous work developed in the context of the Pattern-Based GUI Testing project: the Side Drawer Test Pattern, the Orientation Test Pattern, and the Resources Dependency Test Pattern.

The success of the PBGT project has proven the usefulness of defining test strategies (UI Test Patterns) for testing recurring behaviour (UI Patterns) on web applications. Moreover, the experiment conducted on

\textsuperscript{11}https://play.google.com/store/apps/details?id=com.google.android.gm&hl=en
\textsuperscript{12}https://play.google.com/store/apps/details?id=com.google.android.youtube&hl=en
\textsuperscript{13}https://play.google.com/store/apps/details?id=com.facebook.katana&hl=en
\textsuperscript{14}https://play.google.com/store/apps/details?id=com.google.android.apps.maps&hl=en
Android has proven that even though the same approach can be applied to mobile applications, it is necessary to specify UI test patterns that are mobile specific. This happens because mobile applications have additional behaviour that is not present in web applications, such as changing the orientation of the screen.

In the future, we intend to develop more UI Test Patterns specific to the mobile world, integrate these three UITPs within the PARADIGM language (the DSL used in the context of the PBGT project) in order to enable the modelling of additional test goals specific for the mobile world and implement the test strategies for these UITPs in order to allow its automatic execution.
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